**🧠 Python Functions with Parameters**

**1. What Are Parameters?**

* **Parameters** are variables listed inside the parentheses in a function **definition**.
* They act as placeholders for **arguments**, which are actual values passed in when the function is **called**.

**2. Example Without Parameters (Previously):**

def greet\_employee():

print("You're logged in!")

**3. Now: Adding a Parameter**

**Define a Function with One Parameter:**

def greet\_employee(name):

print("You're logged in,", name)

* name is the **parameter**.
* The print() statement uses the value passed to name.

**Call the Function with an Argument:**

greet\_employee("Charley Patel")

**Output:**

You're logged in, Charley Patel

**4. Function with Multiple Parameters**

**Define:**

def greet\_employee(first\_name, last\_name):

print("You're logged in,", first\_name, last\_name)

**Call:**

greet\_employee("Kiara", "Carter")

**Output:**

You're logged in, Kiara Carter

**✅ Key Terms Recap**

| **Term** | **Meaning** |
| --- | --- |
| **Parameter** | A variable in the function **definition** |
| **Argument** | The actual value passed to the function when it is **called** |

**🧩 Why This Matters**

* Functions with parameters allow your code to be:
  + **Reusable** (just change the arguments)
  + **Flexible** (accept different inputs)
  + **Personalized** (e.g., user names, IDs, amounts)

You're now equipped to build more dynamic, useful functions — great job!

**Using return in Python Functions**

**What Is a return Statement?**

* A return statement sends data back from a function to the code that called it.
* It's useful when the result of a function needs to be used elsewhere in your program.

**Basic Syntax**

def function\_name(parameters):

# do something

return result

**Example: Calculating Login Fail Rate**

**Step 1: Define the Function**

def calculate\_fails(total\_attempts, failed\_attempts):

fail\_percentage = failed\_attempts / total\_attempts

return fail\_percentage

**Step 2: Call the Function**

percentage = calculate\_fails(4, 2)

* calculate\_fails(4, 2) returns 0.5
* The returned value is stored in the variable percentage

**Step 3: Use the Returned Value in Logic**

if percentage >= 0.5:

print("Account locked")

**Output:**

Account locked

**Key Points**

| **Concept** | **Explanation** |
| --- | --- |
| return | Ends the function and sends back the result |
| Variable Scope | Variables defined inside a function (like fail\_percentage) are local |
| Reusing Returned Values | Assign returned values to variables if you want to use them outside |

**Why return Matters**

* It allows a function to provide an output, not just perform an action.
* Returned values can be:
  + Used in calculations or conditions
  + Passed into other functions
  + Stored, printed, or modified elsewhere in the program

With this understanding, you can start writing more flexible and powerful functions in Python.

**Functions and variables**

Previously, you focused on working with multiple parameters and arguments in functions and returning information from functions. In this reading, you’ll review these concepts. You'll also be introduced to a new concept: global and local variables.

**Working with variables in functions**

Working with variables in functions requires an understanding of both parameters and arguments. The terms parameters and arguments have distinct uses when referring to variables in a function. Additionally, if you want the function to return output, you should be familiar with return statements.

**Parameters**

A **parameter** is an object that is included in a function definition for use in that function. When you define a function, you create variables in the function header. They can then be used in the body of the function. In this context, these variables are called parameters.  For example, consider the following function:

*def remaining\_login\_attempts(maximum\_attempts, total\_attempts):*

*print(maximum\_attempts - total\_attempts)*

This function takes in two variables, *maximum\_attempts* and *total\_attempts* and uses them to perform a calculation. In this example, *maximum\_attempts* and *total\_attempts* are parameters.

**Arguments**

In Python, an **argument** is the data brought into a function when it is called. When calling *remaining\_login\_attempts* in the following example, the integers *3* and *2* are considered arguments:

*remaining\_login\_attempts(3, 2)*

These integers pass into the function through the parameters that were identified when defining the function. In this case, those parameters would be *maximum\_attempts* and *total\_attempts*. *3* is in the first position, so it passes into *maximum\_attempts*. Similarly, *2* is in the second position and passes into *total\_attempts*.

**Return statements**

When defining functions in Python, you use return statements if you want the function to return output. The *return* keyword is used to return information from a function.

The *return* keyword appears in front of the information that you want to return. In the following example, it is before the calculation of how many login attempts remain:

*def remaining\_login\_attempts(maximum\_attempts, total\_attempts):*

*return maximum\_attempts - total\_attempts*

**Note:** The *return* keyword is not a function, so you should not place parentheses after it.

Return statements are useful when you want to store what a function returns inside of a variable to use elsewhere in the code. For example, you might use this variable for calculations or within conditional statements. In the following example, the information returned from the call to *remaining\_login\_attempts* is stored in a variable called *remaining\_attempts*. Then, this variable is used in a conditional that prints a *"Your account is locked"* message when *remaining\_attempts* is less than or equal to *0*. You can run this code to explore its output:
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In this example, the message prints because the calculation in the function results in *0*.

**Note:** When Python encounters a *return* statement, it executes this statement and then exits the function. If there are lines of code that follow the *return* statement within the function, they will not be run. The previous example didn't contain any lines of code after the *return* statement, but this might apply in other functions, such as one containing a conditional statement.

**Global and local variables**

To better understand how functions interact with variables, you should know the difference between global and local variables.

When defining and calling functions, you're working with local variables, which are different from the variables you define outside the scope of a function.

**Global variables**

A **global variable** is a variable that is available through the entire program. Global variables are assigned outside of a function definition. Whenever that variable is called, whether inside or outside a function, it will return the value it is assigned.

For example, you might assign the following variable at the beginning of your code:

*device\_id = "7ad2130bd"*

Throughout the rest of your code, you will be able to access and modify the *device\_id* variable in conditionals, loops, functions, and other syntax.

**Local variables**

A **local variable** is a variable assigned within a function. These variables cannot be called or accessed outside of the body of a function. Local variables include parameters as well as other variables assigned within a function definition.

In the following function definition, *total\_string* and *name* are local variables:

*def greet\_employee(name):*

*total\_string = "Welcome" + name*

*return total\_string*

The variable *total\_string* is a local variable because it's assigned inside of the function. The parameter *name* is a local variable because it is also created when the function is defined.

Whenever you call a function, Python creates these variables temporarily while the function is running and deletes them from memory after the function stops running.

This means that if you call the *greet\_employee()* function with an argument and then use the *total\_string* variable outside of this function, you'll get an error.

**Best practices for global and local variables**

When working with variables and functions, it is very important to make sure that you only use a certain variable name once, even if one is defined globally and the other is defined locally.

When using global variables inside functions, functions can access the values of a global variable. You can run the following example to explore this:
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The code block returns *"elarson"* even though that name isn't defined locally. The function accesses the global variable. If you wanted the *identify\_user()* function to accommodate other usernames, you would have to reassign the global username variable outside of the function. This isn't good practice. A better way to pass different values into a function is to use a parameter instead of a global variable.

There's something else to consider too. If you reuse the name of a global variable within a function, it will create a new local variable with that name. In other words, there will be both a global variable with that name and a local variable with that name, and they'll have different values. You can consider the following code block:
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The first print statement occurs before the function, and Python returns the value of the global *username* variable, *"elarson"*. The second print statement is within the function, and it returns the value of the local *username* variable, which is *"bmoreno"*. But this doesn't change the value of the global variable, and when *username* is printed a third time after the function call, it's still *"elarson"*.

Due to this complexity, it's best to avoid combining global and local variables within functions.

**Key takeaways**

Working with variables in functions requires understanding various concepts. A parameter is an object that is included in a function definition for use in that function, an argument is the data brought into a function when it is called, and the *return* keyword is used to return information from a function. Additionally, global variables are variables accessible throughout the program, and local variables are parameters and variables assigned within a function that aren't usable outside of a function. It's important to make sure your variables all have distinct names, even if one is a local variable and the other is a global variable.